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1 Introduction
In this document we report the research activity that the Working Group 2
(WG2) on Software and System has actively undertaken during the second grant
period of the Cost Action IC1405. According to the Action’s Memorandum of
Understanding [18] the WG2 mission is to provide linguistic abstractions, lan-
guages and tools to develop safer and more reliable applications. To do so, one
of the main objective is to exploit reversibility to define actual reliability con-
structs and frameworks for programming reliable applications. This implies on
one hand to integrate reversibility with mainstream programming languages and
well know paradigms and on the other hand to understand what is the connec-
tion between reversibility and established techniques to achieve reliability such
as transactions and checkpointing. Lastly, WG2 topics also include reversibility
in robotics and control theory.

2 Progress of the WG
In a previous document [12], we have reported the relevant literature for the
WG2. In this document, instead, we report the progress we have done into
achieving the WG2 objectives, and in particular the integration of reversibility
with respect to:

• modularity aspects such as classes and object

• type systems, with a special care on behavioural types (e.g., session types)

• mainstream languages (e.g., Erlang [1])

• recovery techniques in shared memory and massage passing concurrency
models

Object oriented. Initial ideas for the design and implementation of reversible
object-oriented language have been presented, based on extending Janus with
object-oriented concepts such as classes that encapsulate behavior and state,
inheritance, virtual dispatching, as well as constructors. Schultz and Axelsen
showed that virtual dispatching can be seen as reversible decision mechanism
that is easily translatable to a standard reversible programming model such
as Janus, and argued that reversible management of state can be accomplished
using reversible constructors [17]. These concepts were informally described and
implemented by source-to-source translation from the reversible object-oriented
language Joule to Janus. A similar design was adopted for the ROOP reversible
object-oriented language, but fully formalized and implemented by compiling to
the Pendulum reversible ISA [7, 8]. ROOP demonstrates how to generate low-
level code implementing reversible vtable-based dispatching, and investigates
the restrictions that must be imposed on reversible object-oriented programs to
avoid run-time aliasing checks as found in Joule.

Session Types. In a series of works [4, 3] multiparty session types (aka global
types) have been enriched with checkpoint labels on choices that mark points
of the protocol where the computations may roll back. In [4] a simple model
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in which rollback could be done any time after a participant had crossed the
checkpointed choice. In [3] a more refined model is presented, in which the pro-
grammer can define points where the computation may revert to a checkpointed
label, and rollback has to be triggered by the participant that made the decision.

Reversibility and monitored semantics for session types has been recently
studied by Mezzina and Pérez [14, 13]. In their works, they propose a monitor
as memory mechanism in which information about the monitor of a process can
be used to enable its reversibility. Moreover, by adding modalities information
at the level of session types, reversibility can be controlled.

Erlang. Recently, [16, 10] have also introduced reversibility in the context of
the functional and concurrent programming language Erlang [1]. In particular,
a modular semantics for (a subset of) Core Erlang [2] is first introduced in [16],
which is particularly appropiate to define a reversible extension. A reversible,
uncontrolled (according to the terminology in [9]) semantics is then defined in
[10]. By defining an appropriate notion of concurrent transitions, the causal
consistency of the reversible semantics is proved. Finally, adding control to
the reversible semantics in the form of a rollback operator allows the design of
a method to undo the actions of a given process up to a given checkpoint—
introduced by the programmer. In order to ensure causal consistency, the roll-
back action might be propagated to other, dependent processes. In contrast to
previous approaches to reversibility in µOz [11, 5], a main difference is that µOz
is not distributed: messages move atomically from sender to a chosen queue,
and from the queue to the receiver. Each of the two actions is performed by a
specific thread, hence the action is naturally part of the associated thread his-
tory. In our case, message delivery is not directly performed by a thread, and
only potentially observed when the target thread performs the receive action
(but not necessarily observed, e.g., if the message does not match the patterns
in the receive). The definition of the notions of causality and concurrency in
this setting is as a consequence much more tricky than in µOz. This difficulty
carries over to the definition of the history information that needs to be tracked,
and to how this information is exploited in the reversible semantics.

Recovery. Recently [15], a static analysis based on multiparty session types
that can efficiently compute a safe global state from which a system of in-
teracting processes should be recovered, has been integrated with the Erlang
recovery mechanism. From a global description of the program communication
flow, given in multiparty protocol specification, causal dependencies between
processes are extracted. This information is then used at runtime by a recovery
mechanism, integrated in Erlang, to determine which process has to be termi-
nated and which one has to be restarted upon a node failure. Experimental
results indicate that the proposed framework outperforms a built-in static re-
covery strategy in Erlang when a part of the protocol can be safely recovered.

In [6] a rollback operator, based on the notion of causal-consistent reversibil-
ity, is defined for a language with shared memory. A rollback is defined as the
minimal causal-consistent sequence of backward steps able to undo a given ac-
tion.
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